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Abstract—Graphics processing units (GPU), due to their massive computational power with up to thousands of concurrent threads
and general-purpose GPU (GPGPU) programming models such as CUDA and OpenCL, have opened up new opportunities for
speeding up general-purpose parallel applications. Unfortunately, pre-silicon architectural simulation of modern-day GPGPU
architectures and workloads is extremely time-consuming. This paper addresses the GPGPU simulation challenge by proposing a
framework, called GPGPU-MiniBench, for generating miniature, yet representative GPGPU workloads. GPGPU-MiniBench first
summarizes the inherent execution behavior of existing GPGPU workloads in a profile. The central component in the profile is the
Divergence Flow Statistics Graph (DFSG), which characterizes the dynamic control flow behavior including loops and branches of a
GPGPU kernel. GPGPU-MiniBench generates a synthetic miniature GPGPU kernel that exhibits similar execution characteristics as
the original workload, yet its execution time is much shorter thereby dramatically speeding up architectural simulation. Our
experimental results show that GPGPU-MiniBench can speed up GPGPU architectural simulation by a factor of 49x on average and
up to 589x, with an average IPC error of 4.7 percent across a broad set of GPGPU benchmarks from the CUDA SDK, Rodinia and
Parboil benchmark suites. We also demonstrate the usefulness of GPGPU-MiniBench for driving GPU architecture exploration.

Index Terms—Performance evaluation, workload characterization, general-purpose processing unit (GPGPU), synthetic workload

generation

1 INTRODUCTION

IN recent years, interest has grown rapidly towards har-
nessing the power of graphics hardware to perform gen-
eral-purpose parallel computing—so-called general-
purpose graphics processing units (GPGPU) computing.
Thanks to the affordable, powerful and programmable GPU
hardware [1], developers are increasingly using commodity
GPUs to perform computation-heavy tasks that would other-
wise require a large compute cluster. GPGPU programming
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models such as compute unified device architecture (CUDA)
[2], ATI Stream Technology [3], and OpenCL [4] allow pro-
grammers to use hundreds of thousands of threads to lever-
age the plenty of computation resources of today’s GPUs to
achieve massive computational power.

The computational power of modern-day GPUs is in
sharp contrast to the slow speed of GPGPU architectural sim-
ulation. GPGPU architectural simulation is extremely time-
consuming, for two reasons. First, architects need to simulate
realistic applications with large input data sets to evaluate
GPU micro-architecture designs with high fidelity. This
implies that many (up to hundreds of thousands) threads
need to be simulated. Second, if not single-threaded, parallel
GPU simulators are limited by the available number of cores
in the simulation host machine, which is typically a multi-
core CPU [5], [6], [7]. (Although the latest version (3.x) of the
publicly available GPGPU-Sim enables asynchronous kernel
launches from the CPU using pthread parallelism, the GPU
simulation engine itself is single-threaded [8].) Furthermore,
given the increased complexity of GPUs, it is to be expected
that the GPGPU simulation challenge is only going to
increase in importance in the years to come.

Table 1 shows the execution time of several CUDA
benchmarks on a real GPU device (NVidia GeForce 295)
and a GPGPU performance simulator (GPGPU-Sim) [5].
These measurements show that GPGPU performance simu-
lation is approximately nine orders of magnitude slower
compared to real hardware. Given how computer architects
heavily rely on simulators for exploration purposes at vari-
ous stages of the design, accelerating GPGPU architectural
simulation is imperative.

0018-9340 © 2015 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission.
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TABLE 1
Execution Time Comparison of CUDA Programs on a Real
NVIDIA GeForce 295 GPU Device vs. the GPGPU-Sim
Architectural Simulator
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Existing solutions to accelerating architectural simulation
of CPUs, such as sampling or statistical simulation, cannot
be readily applied to GPGPU simulation because of the rela-
tively small number of instructions executed per thread
(tens to hundreds of thousands of instructions) in a typical
GPGPU kernel—CPU benchmarks typically execute billions
to trillions of instructions per thread. Furthermore, the large
number of branch instructions in GPGPU workloads pro-
hibits the use of spreadsheet-based modeling techniques
used for pure-graphics GPU performance evaluation. We
therefore propose an alternative approach in this paper.

This paper proposes GPGPU-MiniBench, a framework
that generates miniature proxies of GPGPU workloads that
are both accurate and fast to simulate. GPGPU-MiniBench
first collects a profile to capture a GPGPU workload’s execu-
tion behavior. The central component in the profile is the
divergence flow statistics graph (DFSG) to characterize the
control flow behavior of threads in a GPGPU kernel in a con-
cise and comprehensive manner. Furthermore, we model
shared memory bank conflicts, memory coalescing behavior,
and thread hierarchy, next to a thread’s control flow behav-
ior and instruction mix. GPGPU-MiniBench generates a syn-
thetic GPGPU kernel from this statistical profile that exhibits
similar execution characteristics, yet is much shorter to
simulate compared to the original GPGPU workload.

More specifically, we make the following contributions:

e We analyze why existing micro-architecture simula-
tion acceleration techniques for CPUs and GPUs are
not suitable for GPGPU performance evaluation.

e We propose the new concept of the divergence flow
statistics graph to characterize the dynamic control
flow behavior of GPGPU kernel threads.

e We derive and characterize several typical loop pat-
terns in existing GPGPU kernels, which we exploit
to accelerate GPGPU architecture simulation.

e We develop a synthesis framework, called GPGPU-
MiniBench, to generate miniature proxies of CUDA
GPGPU kernels, which retain similar performance
but require much shorter simulation times.

e We validate the framework on four GPGPU micro-
architectures. Our experimental results show that
GPGPU-MiniBench can speed up GPGPU micro-
architecture simulation by a factor of 49x on average
and up to 589x with an average instructions exe-
cuted per cycle (IPC) error of 4.7 percent.

The rest of the paper is organized as follows. Section 2
provides general background on GPGPU architectures
and CUDA. Section 3 describes our characterization for 34
CUDA benchmarks and analyzes why existing simulation

Fig. 1. GPGPU architecture overview.

acceleration techniques for CPUs and GPUs are not suitable
for GPGPU. Section 4 elaborates on the design of our
GPGPU-MiniBench framework. Section 5 depicts our exper-
imental methodology, while Section 6 presents evaluation
results and analysis. Section 7 discusses related work and
Section 8 concludes the paper.

2 BACKGROUND

GPGPU refers to running General-Purpose computation on
Graphics Processing Units. Enhancements in the hardware
along with novel programming models such as CUDA [2],
OpenCL [4], and Brook+ [9] have spurred this trend. In this
paper, we consider NVidia’s GPGPU architecture and the
CUDA programming model without loss of generality.

Recently, NVidia introduced the Tesla, Fermi, and Kepler
GPU architectures, which significantly extend GPU capabil-
ities beyond graphics [2], [10]. Its massively multithreaded
processor array becomes a highly efficient unified platform
for both graphics and general-purpose parallel computing
applications [10]. As shown in Fig. 1, a typical GPU consists
of a number of streaming multi-processors (SM, also called
shader core), each containing multiple streaming processor
(SP) cores. Each SM also has several special function units
(SFUs), an instruction fetch and issue unit, a constant cache,
and a shared memory. The number of SMs and SPs may
vary across GPU generations. The SMs and the on-chip
global memory interface are connected to an interconnec-
tion network.

Compute unified device architecture is a programming
model developed for NVidia GPUs, which allows pro-
grammers to write programs using C functions called ker-
nels [2], [11]. The CUDA threads are organized in a three-
level hierarchy. The lowest level is the thread itself. The
next level is a group of threads called the cooperative thread
array (CTA) or thread block; threads in a CTA are allowed
to execute concurrently on an SM, communicate via shared
memory, and synchronize through barriers. At the top level,
a number of CTAs are grouped together to form a grid.
Threads may execute down different paths because of
branches. When threads in a single hardware thread execu-
tion batch (an NVidia warp or an AMD wavefront) follow
different execution paths, they must be executed sequen-
tially—a notion called branch or warp divergence—which
is harmful to performance.

A CUDA program typically consists of sequential and par-
allel parts. The sequential parts run on the CPU and the paral-
lel parts run on the GPU. The parallel parts themselves
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consist of one or more kernels, which can run concurrently
from the Fermi architecture [12] onwards. Since our goal is to
accelerate GPGPU micro-architecture simulation, we focus on
the parallel kernels. The sequential parts and the data passing
between CPU and GPU are out of the scope of this paper.

3 WHY CPU SIMULATION ACCELERATION
TECHNIQUES Do NoT APpLY TO GPGPU

Before proposing our solution to the GPGPU architecture
simulation challenge, we first revisit existing CPU simula-
tion acceleration techniques.

3.1 CUDA Kernel Characterization

We do this by first characterizing existing CUDA kernels to
provide supportive quantitative evidence during the analy-
sis and discussion of this study. We collect the following
characteristics using the GPGPU-Sim simulator [5]: instruc-
tion mix, basic block size, and the dynamic instruction count
per thread. The 35 CUDA kernels that we consider in this
analysis were drawn from the CUDA SDK, Rodinia and
Parboil benchmark suites. (See later for a detailed descrip-
tion of the experimental setup.)

The number of static basic blocks in a CUDA kernel
ranges from 10 to 25 for most benchmarks, with an average
of 22.8 basic blocks, see Fig. 4. Only two of the benchmarks,
namely CL and PNS, show more than 100 basic blocks. The
code footprint is substantially smaller for CUDA kernels
compared to typical CPU benchmarks such as SPEC CPU
and MediaBench with an average basic block count of 265.5
and 584.2, respectively [13].

Fig. 5 illustrates the number of dynamically executed
instructions per thread. This number typically varies from
dozens to tens of thousands and is extremely small com-
pared to SPEC CPU [14] and PARSEC [15] benchmarks,
which have dynamic instruction counts in the tens to hun-
dreds of billions range.

Furthermore, CUDA kernels feature large numbers of
threads, up to hundreds of thousands of threads per kernel
(i.e., unlimited for practical purposes). This is yet another
key difference with typical CPU workloads, which are sin-
gle-threaded or feature a limited number of threads.

3.2 Revisiting CPU Simulation Acceleration
Techniques for GPGPU

There exist a number of CPU simulation acceleration techni-

ques, which we revisit now in the context of GPGPU: sam-

pled simulation in time and space, statistical simulation,

and reduced input sets.

Sampling in time. Sampled simulation is a popular simu-
lation acceleration technique for CPUs. Its basic idea is to
sample the dynamic instruction stream and simulate a lim-
ited number of snapshots from the total program execution
and then extrapolate performance from these snapshots to
the entire program execution. Existing solutions in the CPU
space sample randomly [35], periodically [16], [17], or based
on application phase behavior [18]. TBPoint [40] very
recently proposes sampling-in-time for GPGPU workloads.
Although TBPoint achieves high accuracy while simulating
10 to 20 percent of the total kernel execution time, sampling
workloads with high control/memory divergence behavior
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Fig. 2. Normalized IPC (vertical axis) as a function of the fraction of
sampled threads (horizontal axis).

remains challenging. GPGPU-Minibench also targets these
challenging workloads while achieving even higher speed-
ups at small errors.

Sampling in space. An alternative to sampling in time
might be to sample in space, or to simulate a limited number
of threads out of the many (hundreds of thousands of)
threads that constitute a GPGPU kernel. Note that sampling
in space does not sample instructions from a single thread
but instead samples threads from a GPGPU kernel. As the
threads of a kernel may share hardware resources including
global memory or interconnection network, sampling in
space is likely to change several of the important GPGPU
performance characteristics such as branch divergence [19]
and memory coalescing behavior. In addition, the access dis-
tribution to the interconnection network, the partition camp
[20], bandwidth utility and DRAM efficiency of the memory
channels are also likely to be altered when reducing the
number of threads. We experimentally confirm this as illus-
trated in Fig. 2 which shows IPC as we (randomly) sample
threads, for our 35 benchmarks. For sampling in space
to work, we would need to observe a linear relationship
between the sampled IPC and the fraction of sampled
threads. This seems to be the case for many benchmarks.
Unfortunately, not all benchmarks exhibit this behavior, see
for example MUM. Fig. 3 explains why: the L1 data cache
miss rate, instruction cache hit rate, the global memory read
count, and number of stalls caused by global memory coa-
lescing does not change linearly with sampled thread count.
(We also tried sampling warps instead of threads, and found
it not to work either.) In summary, sampling in space works
for many benchmarks, but not all, hence it is not a generally
applicable technique. (Sampling in space by sampling a few
cores and scaling down global resources such as memory
bandwidth to preserve global resource contention may be a
possible solution but falls out of the scope of this paper.)

Statistical simulation. Statistical simulation reduces simu-
lation time by generating a small synthetic program with
the same behavioral characteristics as the original workload
[21], [37]. The basic idea during the synthesis phase is to
reduce the number of times each basic block is executed
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proportional to the execution of the basic block in the origi-
nal workload. Given the small dynamic instruction count
per thread and the small number of basic blocks in a
GPGPU kernel, this approach is unlikely to work for
GPGPU kernels, as infrequently executed basic blocks get
eliminated during the synthesis process.

Reduced inputs. Reducing the input data set is yet another
popular and easy-to-apply approach for reducing simula-
tion time. A significant concern with reduced input sets for
GPGPU workloads is that performance (IPC) heavily corre-
lates with problem size, as illustrated in Fig. 7 for the NW
and HS benchmarks. (We made similar observations for the
other benchmarks.) Hence, reducing input size may affect
thread count, its interactions through shared resources and
the workload’s branch and memory behavior. KleinOsow-
ski et al. [33] reported how challenging input set reduction
is for CPUs; we expect input set reduction to be even more
challenging in the GPGPU context.

GPU spreadsheet modeling. Current practice in GPU pre-
silicon performance evaluation using graphics workloads—
typically spreadsheet-based analysis—does not apply to
GPGPU either. GPGPU workloads exhibit more irregular
code than typical graphics workloads, which is apparent
from its branch behavior, as illustrated in Fig. 6. Although
the percentage of branches (8.6 percent on average) is low
compared to SPEC CPU programs [26], it is high compared
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to graphics applications: an average number of 4.5 percent
of all dynamically executed instructions are branches in
graphics benchmarks (OpenCL programs from NVidia
GPU Computing SDK [36]), see Fig. 8.

4 GPGPU BENCHMARK SYNTHESIS

We now propose GPGPU workload synthesis to address
the GPGPU simulation challenge. Our framework, called
GPGPU-MiniBench, generates miniature proxies of real
GPGPU kernels that are both representative and fast to
simulate. GPGPU-MiniBench consists of three steps as
shown in Fig. 9. In the first step, a profile is collected by
capturing the threads’ inherent execution characteristics
by executing the GPGPU workload with a given input
within the profiler. Subsequently, the profile is used as
input to a code generator to generate a synthetic minia-
ture GPGPU benchmark; the original benchmark’s input
is contained in the synthetic kernel clone. In the final
step, the synthetic benchmark is simulated on an execu-
tion-driven architectural simulator, such as GPGPU-Sim.
The final goal of GPGPU-MiniBench is to generate minia-
ture GPGPU kernels that are representative of the original
kernels, yet run for a shorter amount of time, yielding sig-
nificant simulation speedups.
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Fig. 8. The percentage of branch instructions in typical graphics GPU
kernels.

Note that we focus on synthesizing a miniature proxy for
a single kernel with a large input data set. If a GPGPU
benchmark consists of multiple kernels or the kernels are
executed multiple times, GPGPU-MiniBench can be easily
applied to each kernel (execution).

4.1 GPGPU Kernel Profiling

During kernel profiling, we collect a number of program
characteristics that collectively capture the inherent execu-
tion characteristics of GPGPU workloads. These characteris-
tics are such that they enable reusing synthetic miniature
benchmarks across GPGPU micro-architectures. Profiling is
a one-time cost and is done using a heavily modified ver-
sion of CUDA-Sim, which is 5 to 15 times faster compared
to timing simulation. We now describe the collected charac-
teristics in more detail.

4.1.1 Thread Hierarchy

As mentioned in Section 2, the batch of threads that execute
a kernel is organized as a grid of CTAs. The thread hierarchy
characteristic controls the amount of thread-level parallel-
ism of a kernel and how threads are assigned to streaming
multiprocessors. Since reducing the number of threads is
likely to change the overall performance of a kernel as dis-
cussed in Section 3, we maintain the same grid and CTA
dimensions in the synthetic as in the original kernel.

4.1.2  Instruction Mix

For GPGPU, different instructions may have dramatically
different throughput [27], [28]. Note that the instruction
throughput is defined as the number operations executed
per clock cycle per multiprocessor. For example, for

GPGPU Workload @ Profile containing :
Benchmark Profiler —-thread hierarchy
--control flow
— --instruction mix
Code @ --warp divergence
- Generator [€ ] --shared memory bank conflict
Execution --memory coale sce
Driver +
Performance Simulator Miniature
Metrics @ CB;:nC;}I:rl;ljark
GPGPU
Device

Fig. 9. The GPGPU-MiniBench synthesis framework.

3157
[ I A |
e
thread = ————-— - ¢ V v V V v
execute timess=s=smam ne=emad> ECount
direction > name:| LCount
SCount
r==—===1 7 ~f————
/ | OECount: } OECount: | \
| [ N
/ L’[;(-j:)-unt-:_ N | TCount: :
7 SR
s N
_____ | Rl N F=====
IECount: vl SO IECount:
L xx , SO a F-———- |
e | % & Frcom: |
rd rOECounlz} IECount: : S
ECount }' ————— [ aeta ] ECount
| TCount: | TCount:
name: LCount ——————=—= —————==°—°—< » name: LCount
SCount SCount
i {—OECnunl::

Fig. 10. The divergence flow statistics graph.

NVidia’s compute capability 2.0, the throughput of the
native 32-bit floating-point add instruction is 32, while it is
only 4 for the 32-bit floating-point instructions reciprocal and
reciprocal square root [27]. Preserving the instruction mix is
thus important to accurately mimic the performance of a
GPGPU kernel. We therefore profile instruction opcodes and
data types, which are used to fill in instructions in the basic
blocks of the synthetic clone. Additional information must
be collected for branch instructions such as setp and bra, and
memory instructions such as Id and st. More details will be
presented in the following paragraphs regarding branch
memory behavior.

4.1.3 Control Flow

Capturing the control flow behavior for each thread by col-
lecting a trace for each thread would be prohibitively costly
because of the massive number of threads in a GPGPU ker-
nel. CUDA-Sim for example, simulates each thread inde-
pendently, rather than grouping them into warps and
running warp-instructions in lockstep as the actual hard-
ware does; this makes it difficult to collect warp divergence
information without generating traces. We therefore pro-
pose the divergence flow statistics graph to characterize the
control flow behavior of a kernel in a concise and compre-
hensive way.

Fig. 10 illustrates the DFSG. The nodes (solid line boxes)
represent basic blocks. Each node contains four fields:
name, ECount, LCount, and SCount. The name field is a
basic block’s ID. ECount is the execution count denoting
how many times a basic block is executed by all threads.
LCount is the loop count and quantifies how many times
the given basic block was iterated over in a loop by all
threads. We use SCount to count how often synchroniza-
tions happen at the basic block.

The edges (solid arrows) represent the jumps between
basic blocks. A dash box near the start of a solid arrow
denotes the statistics of a basic block’s out-edge. A box near
the end of an arrow represents the basic block’s in-edge.
OECount and IECount represent how often control flow
leaves or jumps to the basic block by all threads, respec-
tively. TCount denotes the number of threads executing the
edge. Note that because of loops, the number of times an
edge is executed (OECount or IECount) does not need to be
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equal to the number of threads executing the edge (TCount);
TCount counts the number of threads executing the edge at
least once, and OECount and IECount count how often the
edge is executed by any thread.

4.1.4 Shared Memory Bank Conflicts

Shared memory is as fast as a register on a typical GPU.
However, the performance of shared memory decreases
dramatically if there are bank conflicts between threads [2],
[19], [29]. In order to preserve similar shared memory bank
conflict behavior in the synthetic clone, we need to clone the
shared arrays and their access behavior from the original to
the synthesized version. We therefore profile the shared
arrays which includes collecting (1) the number of shared
arrays, (2) the data type and size of each array, and (3) the
way the arrays are accessed. The latter is done by maintain-
ing the array’s base address and its index, which is a func-
tion of the thread’s ID. By doing so, we reproduce the same
memory access patterns as long as the address is an affine
expression of the thread ID.

4.1.5 Memory Coalescing

GPUs provide a memory coalescing mechanism to improve
memory performance by merging global memory accesses
from different threads within a warp into a single memory
transaction if contiguous memory addresses are accessed
[2]. To clone the memory behavior, we glean the global
array information in a similar way as we do for shared
arrays. However, global arrays, in contrast to shared arrays,
come in different forms: (i) the global arrays can be explic-
itly defined in the CUDA source code; or (ii) pointers to
global arrays get passed as parameters to CUDA kernel
functions, so-called parameter pointers, to copy data back and
forth between the CPU and GPU. We account for both cases,
and capture an array’s base address and its index. As for
shared array accesses, we reproduce the same memory
access patterns as long as the address is an affine expression
of the thread ID.

4.2 Code Generation

Having described how we collect a profile of a GPGPU ker-
nel in the previous section, we now detail on how we gener-
ate a synthetic clone.

4.2.1 Loop Patterns

Our synthetic benchmark generation framework aims at
faithfully mimicking control flow, branch divergence and
memory access behavior. Moreover, as we will describe in
detail, we leverage control flow behavior, and loops in par-
ticular, for controlling and reducing the simulation time of
synthetically generated kernels. We therefore describe loop
and control flow behavior in more detail now in the current
and next section.

We identified three typical loop patterns from a detailed
inspection of the DFSGs of the CUDA benchmarks consid-
ered in this study. Fig. 11 illustrates these three typical loop
patterns. A self-loop consists of a single basic block that jumps
to itself. A normal-loop consists of multiple basic blocks in
which a basic block jumps to a dominator block through a
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Fig. 11. The three typical loops in GPGPU kernels.

backward jump. Fig. 11c illustrates the combination of (a)
and (b): self-loops and normal-loops may be nested to form
more complex loop structures. By analyzing all the experi-
mented benchmarks, we found all loops for all benchmarks
to fall under at least one of these three loop patterns (either
directly or indirectly/recursively). Note that different
threads executing a CUDA loop may iterate the loop for a
different number of times, which leads to branch divergence
behavior. In this case, the loop condition directly or indi-
rectly depends on the thread’s ID. This situation is quite
common in CUDA benchmarks based on our observation.

4.2.2 Divergence Behavior Modeling

To achieve similar performance between the synthetic clone
and the original GPGPU kernel, it is crucial to preserve its
divergence and control flow behavior. In addition, it is also
important that the synthesized kernel exhibits similar basic
block execution behavior to that of the original kernel.
GPGPU-MiniBench models these two aspects through the
DFSG as previously introduced. Fig. 13 shows the DFSG of
the Kmeans (KM) benchmark as an example. We can easily
derive how many threads execute a particular basic block
from the DFSG. For example, basic block #0 is executed 57,600
times by 57,600 threads of which 51,200 threads jump to basic
block #1 and the remaining 6,400 threads jump to basic block
#12. For the ease of reasoning, we partition the control flow
graph of a kernel into two parts, namely the outside- and the
inside-loop area as shown in Fig. 12. We define the basic blocks
located outside any loop to be part of the outside-loop area; all
other basic blocks are located in the inside-loop area. The
modeling of the outside-loop area is relatively easy whereas the
modeling of the inside-loop area is slightly more complicated.

In the discussion to follow, we define the global thread
ID as

gThreadlD = blockNInGrid x threadPer Block

+ thread NInBlock (1)

with threadNInBlock the index of the given thread in its
thread block or CTA, blockNInGrid the index of the given
block within the grid, and threadPerBlock the number of
threads per block. We consider three dimensions (3D). The
2D and 1D case can be derived from the 3D case by setting
the corresponding value(s) to 0. The thread index within its
block equals

threadNInBlock = tid.x + tid.y x ntid.x + tid.zntid.xntid.y
(2

Outside-loop area. For branches in the outside-loop area, we
simply assume that the first N threads go in one direction,
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Fig. 12. Overview of divergence flow modeling.

while the remaining threads go the other way. (We find this
simple heuristic to work well for our workloads.) Knowing
how many threads jump in one or the other direction is eas-
ily derived from the DFSG.

Inside-loop area. Modeling branches in the inside-loop area
is a bit more complicated. We describe the modeling of the
inside-loop in three cases: (1) self-loops, (2) jump point of a
normal-loop, and (3) target point of a normal-loop.

1) Self-loop. Based on our observation, most of the self-
loops are thread-independent, i.e., the number of iterations
of a loop is typically constant across threads. Hence we sim-
ply set the number of iterations of a self-loop to the LCount
as specified in the DFSG.

2) Jump point of a normal-loop. We define the jump point of
a normal-loop as the basic block that jumps backwards. For
example, in Fig. 12, basic block #6 is the jump point of a nor-
mal-loop, and basic block #1 (OTO direction) is the backward
target while basic block #7 (OT1 direction) is the forward tar-
get. We make a distinction between the following cases
based on the jump point’s statistics.

(i) The number of threads jumping backwards equals the
total number of incoming threads to the current basic block.
In other words, all threads jump backwards.

(ii) The number of threads jumping backwards is less than
the total number of incoming threads to the jump point. We
set the first N threads to jump back-wards. (Again, we find
this simple heuristic to work well for our set of workloads.)

3) Target point of a normal-loop. We define the target point
of a normal-loop as the direct target of a backward jump
(e.g., basic block #1 in Fig. 12 is a target point). We consider
four sub-cases.

(i) All threads take the same direction.

(ii) One group of threads goes to one direction and the
other group of threads goes to the other direction, but
the number of iterations of the two groups of threads is
the same.

(iii) A number of threads go to one direction, the rest
goes to the other direction, and the sum is greater than the
number of incoming threads to the jump point. This indi-
cates that the number of iterations varies across threads,
which we model as such.

(iv) The branch condition does not depend directly on the
thread ID but depends on a result calculated by the thread
itself (indirect thread ID dependence). This is the same as the
branches in traditional single-threaded programs. In this
case, we use a uniform random number generator to gener-
ate the branch condition at each iteration (while making sure
we obey the branch statistics, i.e., the number of threads
going in either direction is identical to the original kernel).
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Fig. 13. The DFSG of the Kmeans benchmark.

4.2.3 Reducing Simulation Time

The existence of loops in CUDA threads provides us with
an opportunity to reduce simulation time while preserving
performance and behavior. The central idea to our approach
is to reduce the number of iteration counts by a given factor,
called the reduction factor. The basic intuition is that reduc-
ing loop iteration count reduces simulation time of a kernel
while preserving execution behavior in terms of the number
of instructions executed per cycle. One key question now is
how to determine the reduction factor. This is non-trivial
given there are multiple loops in a kernel that are often
nested; hence the question is, should we consider a single
reduction factor across all loops, or should we determine
reduction factors on a per-loop basis? Also, how should we
determine the reduction factor?

The maximum possible reduction factor can be easily
derived from the DFSG as the maximum LCount in the
graph. The maximum simulation speedup is thus obtained
by setting the iteration count to one for all loops. While we
found this to be fairly accurate for most benchmarks while
yielding high simulation speedups, accuracy can be
improved significantly for some benchmarks by choosing a
lower reduction factor (at the cost of slower simulation
speed). We will evaluate the impact of the reduction factor on
accuracy and simulation speed in the evaluation section.

4.2.4 Code Generation

We now describe the various steps to generate a synthetic
miniature kernel. Fig. 14 shows the overview of our code
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Create a kernel object

main_function()

{

}

{

global __ void kernel ( - );

|
allocate host and device memory | o

kernel <<<gridDim, blockDim>>J|*( )

global __ void kernel ( -+ )

calculating global threadID ;

create opcode for basic blocks” — 7

create Instructions for basic blocks

Fig. 14. Overview of GPGPU synthetic workload generation.

generation framework. We follow a top-down hierarchy:
kernel, basic block, and instruction. There are also auxiliary
codes generated between the different levels in the hierar-
chy to set information such as kernel parameters and diver-
gence rate to control the execution of the synthesized kernel.

1)
2)

3)

4)

5)

6)

Create a kernel object to represent a CUDA kernel.
Set the parameter information for the kernel, espe-
cially the parameter pointers, the data types and the
order of the parameter pointers. This is done in order
to clone the memory coalescing behavior of the origi-
nal kernel to the synthesized one, as described in
Section 4.1.

Create basic blocks based on a .dot file as shown in
box Din Fig. 14. The .dot file is obtained through pro-
filing, and captures the control flow graph of the
original kernel.

Set the divergence rate for each branch in the created
control flow graph. The settings are based on the
models described in Section 4.2.2 (box ). If the
branch is a loop branch, we set its loop count to
LCount/reduction factor.

Generate kernel prototype code. This uses the
parameter information set by step 2.

Generate the main function code. In the main func-
tion body, generate code to allocate host and device
memory, copy data from host to device, call the ker-
nel, and copy the results back to the host.

N HERWN=O

NOVEMBER 2015

O--ECount:17536

O--SCount:17536

0O--L.Count:0

Out Edeges:(0,1)---OECount:17536 *** TCount:17536

On Edeges :(0,3)---OECount:0 *** TCount:0

On Edeges :(0,3)---OECount:0 *** TCount:0

0

MOV _OP

CVT OP

LD OP

global threadID

Param space: 7

SETP OP: %pl

case éiETP_OP:

case S32 TYPE:

case BRA_OP:

case LD OP:
asm volatile("ld.global.ul6.%rl [ %rs20+0];"

asm volatile(".reg pred %p_20;");
asm volatile("setp.gt.u64 %p_20, %rgl3, 512;");

asm volatile("@%p_20 bra inst60;");

7)
8)

9)
10)

11)

12)

13)

Generate code to define global arrays, if any.
Generate kernel definition code. Use the following
steps to generate code inside the kernel body.
Generate code to define shared arrays, if any.
Generate code to calculate the global thread ID using
Formula (1).

Generate code to define loop control variables and
initialize them. This is based on step 4.

Fill opcode for basic blocks based on the opcode profil-
ing described in Section 4.1. The output of the profil-
ing is a file that contains the opcode chain. This file is
one of the inputs of our code generator. Box @ in
Fig. 14 shows an example.

Emit instructions based on opcode for basic blocks.
The most important instructions are setp and bra
because they determine the control flow behavior.
The setp instruction sets branch conditions and bra
executes the jump. The conditions set by setp are
based on the models described in Section 4.2.2
and the information set by step 4. When emitting
the Id or st instructions, it needs to check if these
instructions are used to access shared or global
arrays. This employs the distance information
described in Section 4.1 (‘shared memory bank
conflicts” and ‘memory coalescing’). The distance
information is stored in the output file of profiling
which contains the opcode chain, as shown in box
@ of Fig. 14.
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10 =—— TABLE 2
2 9 m The CUDA Benchmarks Used in This Paper, the # of
,§ 3 1 = Instructions per Thread and the Total # of Threads
<9 mim —
; 7 e benchmark Abr. # of threads | Insts/thread
E 6 M MumerGPU (DNA) MUM 50,176 739
° 5 L HHHHHHHb— Petri-Net Simulation PNS 51,200 3,884
2 | IRIRIRIRINI LU Decomposition LU 20,480 976
E 4 Matrix Transpose MT 4,194,304 48
g3 I Tnnmnmn Breadth First Search BFS 32,768 30
o 2 H HHHHHH Needleman-Wunsch NW 40,000 831
= 1 1 IRINIRIRINI Scan(Para-Prefix sum ) SLA 1,310,720 181
0 1 LIl LU LR UL Nearest Neighbor NE 60,032 101
- et mtn e o <o Histogram 64 64T 17,536 1310
EEEEézgémioémg;ﬁ%?’t;Q%ZZUE%EZE‘”;EBE Black-5choles B5 61,440 3,189
= = =g Cellular Automation CL 512 24,083
benchmarks 3D Laplace Solver LPS 12,800 6,385
Fig. 15. Total dynamic instruction count for our 35 benchmarks, from K means KM 57,600 2,119
which we randomly select 15 out of the top-25 longrunning benchmarks LIBOR Monte Carlo. LIB 4,096 122,068
(black bars) 8 more benchmarks, for which sampling in space fails, are 3D stencil computation | ST3D 230,400 10,471
included as well (gray bars). Magnetic Resonance
Imaging FHD MRIF 32,768 11,883
Scalar Product SP 32,768 795
Particle Filter PF 256 153,622
As shown in the box @ of Fig. 14, each instruction is Matrix multiplication MM 256,000 950
emitted with assembly code using asm statements embed- Neural Network NN 113,568 1,026
ded in CUDA code [31]. The use of the wvolatile directive Leukocyte Tracking L 307,420 27,816
R . Levenshtein Distance LV 32,768 16,065
for each asm statement prevents the compiler from modi- Store GPU STO 19152 2517

fying these machine instructions, i.e., the code emitted by
the compiler is exactly what the framework generates.
The instructions are targeted towards a specific Intermedi-
ate Language (IL), PTX in our case. However, the code
generator can be easily modified to emit instructions for
any IL of interest. The generated code is compiled by the
nocc compiler [32] from NVidia and the binary can run on
execution-driven GPGPU simulators and real GPGPU
devices.

As an example, box @ of Fig. 14 also shows a part of the
synthesized code. The setp and bra instructions control the
divergence flow of the synthesized kernel. In this example,
when the global thread ID is greater than 512, the execu-
tion jumps to instr60 which is the first instruction of the
target basic block. Otherwise, the execution goes to the
next basic block. This dictates that the first 512 threads go
to the next basic block while the other threads jump to the
target basic block. The Id instruction in the box @ illus-
trates how we control the memory coalescing ratio. %120 is
a register value related to the thread ID. If the element size
of the global arrays shown in box ® equals 4, register
%120 then equals the product of thread ID and 4. This
makes the global memory accesses by threads within a
warp to be coalesced.

Note that the proposed framework does not handle
cache effects explicitly. This may need to change in the
future as GPGPU kernels get optimized better for cache
performance. For our workloads, we did not observe
kernel performance to be highly sensitive to cache
performance.

5 EXPERIMENTAL SETUP

As previously mentioned, we analyzed instruction, basic
block, and thread characteristics for 35 benchmarks from
the CUDA SDK [36], Parboil [38], and Rodinia [39] bench-
mark suites. However, to reduce overall simulation time,
we limit ourselves to 23 benchmarks in total. Fifteen

benchmarks were randomly selected out of the top-25 long-
running benchmarks, see Fig. 15. The other eight bench-
marks (MUM, PNS, LU, MT, BFS, NW, SLA, and NE) are
those that could not be accelerated well through sampling
in space, according to Fig. 2. The goal of the experiments for
these 8 benchmarks is to validate how well GPGPU-Mini-
bench performs. Table 2 lists these 23 benchmarks along
with their thread count and number of instructions per
thread.

We use the GPGPU-sim_v2.1.1b [5] to evaluate our
approach. The simulator is configured to evaluate the four
GPU micro-architecture configurations with different num-
bers of streaming multiprocessors (Table 3).

6 EVALUATION

In this section, we first evaluate the efficacy of GPGPU-
MiniBench. Subsequently, we compare it with an approach
that sets the number of loop iterations to one in the source
codes of the CUDA workloads.

6.1 Evaluation of GPGPU-MiniBench

We consider the following factors in the evaluation of
GPGPU-MiniBench: (i) the impact of the reduction factor on
simulation speed and accuracy, (ii) achieved simulation
speedup, (iii) accuracy (or IPC error), and (iv) other metrics
such as shared memory bank conflicts, memory coalescing
and branch divergence behavior.

We define simulation speedup as follows:

simulation_timeoriginal

speedup = 3)

simulation_timegyihetic

with simulation_timeyigina the time to simulate the original
benchmark on the GPGPU performance simulator, and
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TABLE 3
Four GPGPU Architecture Configurations

IEEE TRANSACTIONS ON COMPUTERS, VOL. 64, NO. 11,

Configurations Confl Conf2 Conf3 Conf4

# of Streaming Multiprocessors 8 28 56 110

(SM)

Warp size 32

SIMD Pipeline Width 8

# of Threads/Core 1,024

# of CTAs/Core 8

# of Registers/Core 16,384 16,384 32,768 32,768

Shared Memory/Core (KB) 16 (16 banks, 1 access/cycle/
bank)
8KB (2-way set assoc, 64 lines)

64KB (2-way set assoc,

Constant Cache Size/Core
Texture Cache Size/Core

64 lines)
# of Memory Channels 8 8 8 8
L1 Data Cache 128 KB 128 KB 256 KB 256 KB
L2 Cache None
Bandwidth Per Memory Module 8 (Bytes/Cycle)
DRAM Request Queue Capacity 32
Memory Controller FR-FCFS

Immediate Post Dominator
Round Robin among read
warps

Branch Divergence Method
Warp Schedule Policy

SM—streaming multiprocessor.

simulation_timegynperic the time to simulate the synthesized
benchmark clone on the same simulator.
We define the relative error for a metric M as

Msyn - Mom’
Mori
with M, and M,,; obtained by simulating the synthetic

and original benchmark, respectively.

(i) Impact of reduction factor on simulation speed and accuracy.
As previously mentioned, GPGPU-MiniBench reduces simu-
lation time by decreasing loop iteration counts using a reduc-
tion factor. In this section, we study how this reduction factor
affects GPGPU architecture simulation speed and accuracy.
The values of reduction factors are 2, 4, 8, etc., in powers of 2.
The maximum reduction factor of a benchmark depends on its
maximum number of loop iterations. In our approach, the
maximum number of loop iterations is divided by the reduc-
tion factor and the rounded down value of this result is set as
the loop iteration count in the synthesized benchmark. If the
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Fig. 16. The impact of reduction factor on speedup.
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Fig. 17. The impact of reduction factor on IPC error.

rounded down value of the result is 1, then the maximum
reduction factor is obtained. Because loop iteration counts
are workload-specific, different benchmarks may have dif-
ferent maximum reduction factors.

Figs. 16 and 17 quantify speed and accuracy, respec-
tively, as a function of the reduction factor. Fig. 16 shows that
a larger reduction factor results in more speedup for all the
benchmarks, while Fig. 17 reveals that a larger reduction
factor incurs higher IPC error. Apart from two benchmarks
(SP and LV), the maximum IPC error is less than 8.5 percent.
This indicates that we can choose the maximum reduction
factor to achieve the largest possible simulation speedup
while preserving good accuracy.

(ii) Simulation speed. Fig. 18 shows simulation speedup for
our benchmarks when their maximum reduction factors are
employed. The maximum speedup is 589x for the PF
benchmark.

Looking at Table 2, the number of dynamic instructions
per thread for this benchmark is about 150 thousand. This
result demonstrates that GPGPU-MiniBench is most effec-
tive at reducing simulation time for benchmarks with large
per-thread instruction counts. On average, our approach
can speed up GPGPU architecture simulation by a factor
40, 46x, 52x and 58x for the 8-SM, 28-SM, 56-SM, and
110-SM configurations, respectively. The harmonic mean
speedup equals 49 x.

Interestingly, we also obtain significant speedups for
five of the eight benchmarks for which sampling in space
does not work. Our approach does not accelerate the sim-
ulation for MT, BFS, and NE, as these benchmarks do
not execute any loops. Hence, both sampling in space

10
9
8
Y
o
£5
84
3
2
1
0 = < ot @ ol o0
j2} el /M —
S£35627% 3805380858225 5¢

Fig. 18. Achieved simulation speedup (log scale) through GPGPU-
MiniBench for our four architectures with varying numbers of of stream-
ing multiprocessors.
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and our approach do not work well for these three
benchmarks. How to speed up the GPGPU acceleration
for these benchmarks is subject to future work.

(iii) IPC error. Fig. 19 shows the relative IPC error of the
synthesized versus original benchmarks for the 56-5M con-
figuration. The absolute average error equals 4.5 percent.
For the eight benchmarks for sampling in space failed to
work, we obtain an average error of 3.3 percent, and no
error higher than 6.2 percent, which indicates that our
approach outperforms sampling in space.

Note that we observe both positive and negative
errors—for some benchmarks, GPGPU-MiniBench yields
a performance overestimation, and for others it yields an
underestimation—this indicates there is no systematic
bias in the modeling framework. We analyzed the rea-
sons for the errors, and we found these errors are due to
various simplifying assumptions made in the framework.
In particular, the number of loop iterations of a GPGPU
kernel may vary across threads, which our model does
not capture as it assumes that all threads iterate loops
for the same number of times. Furthermore, we make
the assumption that we preserve execution characteristics
as we reduce the number of loop iterations; note we do
this on purpose to reduce simulation time, yet it incurs
some inaccuracy.

Fig. 20 quantifies accuracy across four different GPU
architectures—this is to illustrate how accurate GPGPU-
MiniBench is to analyze relative performance differences
across the GPU design space. There are a couple of observa-
tions to be made here. First, this graph reconfirms the accu-
racy reported in Fig. 19 across different GPU architectures,
i.e., the synthetic performance results closely match the
ones for the original workload. Second, GPGPU-MiniBench
is able to accurately track relative performance differences
across architectures and workloads. For example, the per-
formance difference seems to be small between the four
GPU architectures for the CL, PF and NN benchmarks. For
some benchmarks, performance improves with increasing
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Fig. 20. IPC for four architectures for the synthetic and original
workloads.
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Fig. 21. IPC error obtained by reducing the number of loop iterations to
one in the source code.

number of SMs but stagnates beyond 56 SMs, see for exam-
ple LIB, SP and LV; for the other benchmarks, performance
continues to improve with an increasing number of SMs.
GPGPU-MiniBench captures all of these trends accurately.
(iv) Other metrics. We considered other metrics next to IPC
to evaluate the synthesis framework, namely shared
memory bank conflicts, memory coalescing behavior and
branch divergence rates. We find the synthetic clones to
accurately mimic these metrics compared to the original
workloads, in spite of the simplifying assumptions we
make in the framework.

6.2 Comparison against Loop Reduction

Since GPGPU-MiniBench reduces simulation time by reduc-
ing the number of loop iterations in the synthesized code to
one, one may think that setting the number of loop itera-
tions to one in CUDA source code directly might be equally
accurate while being much simpler to implement. Unfortu-
nately, loop reduction does not work well for most CUDA
benchmarks, as shown in Fig. 21. The IPC error for most
benchmarks is very high, with an average IPC error as high
as 34.4 percent.

The reason is that the CUDA compiler changes the
control flow of a workload when we set the number of loop
iterations to one in the source code which leads to non-rep-
resentative code. GPGPU-MiniBench on the other hand pre-
serves control flow behavior of the synthesized code

(0) (0) (0)
(1) (1)
ew 0 QW

(2) (b) ()

Fig. 22. The static control flow graphs of the benchmark MM with three
versions. (a) The original version;(b) the loop reduction version;(c) the
synthesized version.
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compared to the original code. Fig. 22 shows the control
flow graph of the benchmark MM as an example. As can be
seen, loop reduction significantly changes the static control
flow graph of MM, while GPGPU-MiniBench does not.

7 RELATED WORK

Micro-architecture simulation is a key tool for computer
architecture research and development. A lot of research
has been done towards accelerating CPU simulation, see
for example [16], [17], [18]. Only recently has interest
grown regarding GPGPU architecture simulation, as
exemplified by GPGPU-Sim [5], [8], Ocelot [6], [19] and
Barra [7]. These simulators are critical to GPGPU archi-
tecture research, but they are slow. To the best of our
knowledge, we are the first to attempt to accelerate
GPGPU architecture simulation.

Recently, Huang et al. accelerate GPGPU architecture
simulation by sampling thread blocks [40] using TBPoint.
Sampling thread blocks is a good idea since CUDA encour-
ages programmers to write programs with little communi-
cation between thread blocks. Although TBPoint achieves
high accuracy while simulating 10 to 20 percent of the total
execution time of the kernel (simulation speedup of 5 to
10x), sampling workloads with high control/memory
divergence behavior remains challenging. GPGPU-Mini-
bench also targets these challenging workloads with a very
different approach, and achieves high accuracy and higher
simulation speedups (by 49x on average).

Synthesizing workloads/traces for performance evalua-
tion has been an active area of research. Several recent
studies report good accuracy and significant simulation
speedups using synthetically generated benchmark clones
over running full workloads on cycle-accurate simulators
[13], [21], [22], [23], [37]. However, all of this prior work
focused on long-running CPU programs. For parallel pro-
grams, especially GPGPU kernels, it is very difficult to
apply the CPU synthetic techniques, as argued in Section 2.
We carefully analyze the unique characteristics of GPGPU
kernels and propose GPGPU-MiniBench as an alternate
workload synthesis approach for accelerating GPGPU archi-
tecture simulation.

8 CONCLUSION

Slow micro-architecture simulation speed has been a
major and constant concern for several decades in the
CPU domain, and now with the emergence for GPGPU
computing, there is a strong need for simulation acceler-
ation techniques for GPGPU. In this paper, we have
argued that existing CPU simulation acceleration techni-
ques do not readily apply to GPGPU. We therefore pro-
posed a very different approach in this paper. GPGPU-
MiniBench generates synthetic clones of real GPGPU
workloads that exhibit similar execution characteristics
(within 5.1 percent on average) as the original workloads
while being much shorter to simulate (88x on average).
GPGPU-MiniBench is accurate enough for making high-
level design decisions and trend analyses in GPGPU
architectures and systems.

IEEE TRANSACTIONS ON COMPUTERS, VOL. 64, NO. 11,

NOVEMBER 2015

ACKNOWLEDGMENTS

This work was supported by the National Basic Research
Program of China (973 program) under grant No.
2015CB352402 and 2015CB352403, the National Science
Foundation of China under grant No. 61272132, the CAS
special program for the next generation of information tech-
nology for sensing China under grant No. XDA06010500,
and in part by NSF under grant CCF-1016966. This work
was also supported in part by the European Research Coun-
cil under the European Communitys Seventh Framework
Programme (FP7/2007-2013) / ERC Grant agreement No.
259295. Zhibin Yu is the corresponding author.

REFERENCES

[1] J. D. Owens, D. Luebke, N. Govindaraju, M. Harris, J. Kruger,
A. E. Lefohn, and T. J. Purcell, “A survey of general-purpose com-
putation on graphics hardware,” in Proc. Eur. Assoc. Comput.
Graph., 2005, pp. 21-51.

[2] “Cuda programming guide, version3.0,” NVIDIA CORPORA-
TION, 2010.

[3] Ati stream technology. (2011). Advanced Micro Devices,Inc
[Online]. Available: http:/ /www.amd.com/stream

[4] Opencl. (2012). Khronos Group [Online]. Available: http://www.
khronos.org/opencl

[5] A. Bakhoda, G. L. Yuan, W. W. Fung, H. Wong, and T. M.
Aamodt, “Analyzing cuda workloads using a detailed GPU simu-
lator,” in Proc. IEEE Int. Symp. Perform. Anal. Syst. Softw., 2009,
pp- 163-174.

[6] G. Diamos, A. Kerr, S. Yalamanchili, and N. Clark, “Ocelot:
A dynamic optimization framework for bulk-synchronous appli-
cations in heterogeneous systems,” in Proc. 19th Int. Conf. Parallel
Archit. Compilation Techn., 2010, pp. 353-364.

[7] S. Collange, M. Daumas, D. Defour, and D. Parello, “Barra: A par-
allel functional simulator for GPGPU,” in Proc. 18th IEEE/ACM
Int. Symp. Model., Anal. Simul. Comput. Telecommun. Syst., 2010,
pp- 351-360.

[8] (2013). The latest GPGPU-sim user manual [Online]. Available:
http://gpgpu-sim.org/manual/index.php5/GPGPU-Sim_3.
x_Manual

[9] (2011). Advanced micro devices, inc. amd brook+ [Online]. Avail-
able:  http://developer.amd.com/gpu_assets/ AMD-Brookplus.
pdf

[10] E. Lindholm, J. Nickolls, S. Oberman, and J. Montrym, “Nvidia
tesla: A unified graphics and computing architecture,” IEEE
Micro, vol. 28, no. 2, pp. 39-55, Mar./ Apr. 2008.

[11] J. Nickolls, I. Buck, M. Garland, andK. Skadron, “Scalable parallel
programming with cuda,” Queue GPU Comput., vol. 6, no. 2,
pp- 40-53, 2008.

[12] “Nvidia corporation. Nvidias next generation cuda computer
architecture: Fermi,” NVIDIA White Paper, v1.1, 2009.

[13] A.]Joshi, L. Eeckhout, R. H. Bell Jr., and L. K. John, “Distilling the
essence of proprietary workloads into miniature benchmarks,”
ACM Trans. Archit. Code Optim., vol. 5, no. 2, pp. 10:1-10:33, 2008.

[14] [Online]. Available: http:/ /www.spec.org/cpu/

[15] C. Bienia, S. Kumar, J. P. Singh, and K. Li, “The parsec benchmark
suite: Characterization and architecture implications,” in Proc.
17th Int. Conf. Parallel Archit. Compilation Techn., 2008, pp. 72-81.

[16] R.E. Wunderlich, T. F. Wenisch, B. Falsafi, and J. C. Hoe, “Smarts:
Accelerating microarchitecture simulation via rigorous statistical
sampling,” in Proc. 30th Annu. Int. Symp. Comput. Archit., 2003,
pp- 84-95.

[17]1 Z. Yu, H. Jin, J. Chen, and L. K. John, “Tss: Applying two-stage
sampling in micro-architecture simulation,” in Proc. 17th Annu.
Meeting IEEE/ACM Int. Symp. Model., Anal. Simul. Comput. Tele-
commun. Syst., 2009, pp. 463-471.

[18] T. Sherwood, E. Perelman, G. Hamerly, and B. Calder,
“Automatically characterizing large scale program behavior,”
in Proc. 10th Int. Conf. Archit. Support Programm. Lang. Oper. Syst.,
2002, pp. 45-57.

[19] A. Kerr, G. Diamos, and S. Yalamanchili, “A characterization and
analysis of ptx kernels,” in Proc. IEEE Int. Symp. Workload Charac-
terization, 2009, pp. 3-12.



YU ET AL.: GPGPU-MINIBENCH: ACCELERATING GPGPU MICRO-ARCHITECTURE SIMULATION

[20] G. Ruetsch and P. Micikevicius, “Optimizing matrix transpose in
cuda,” NVIDIA, 2009.

L. Eeckhout, R. H. Bell Jr, B. Stougie, K. D. Bosschere, and L. K.
John, “Control flow modeling in statistical simulation for accurate
and efficient processor design studies,” in Proc. 31st Annu. Int.
Symp. Comput. Archit., 2004, pp. 350-361.

R. H. Bell Jr and L. K. John, “Improved automatic testcase synthe-
sis for performance model validation,” in Proc. Int. Conf. Supercom-
put., 2005, pp. 111-120.

A. Joshi, L. Eeckhout, R. H. Bell Jr, and L. K. John, “Performance
cloning: A technique for disseminating proprietary applications
as benchmarks,” in Proc. IEEE Int. Symp. Workload Characterization,
2006, pp. 105-115.

A. Joshi, L. Eeckhout, L. K. John, and C. Isen, “Automated micro-
processor stressmark generation,” in Proc. 14th Int. Symp. High-
Perform. Comput. Archit., Feb. 2008, pp. 229-239.

V. Narasiman, M. Shebanow, C. L. Lee, R. Miftakhutdinov,
O. Mutly, and Y. N. Patt, “Improving GPU performance via Large
Warps and Two-Level Warp Scheduling,” in Proc. 44th Annu.
IEEE/ACM Int. Symp. Microarchit., Dec. 4-7, 2011, pp. 308-317.

S. Bird, A. Phansalkar, L. K. John, A. Mericas, and R. Indukuru,
“Performance characterization of spec CPU benchmarks on intels
core microarchitecture based processor,” in Proc. Austin Center
Adv. Studies Conf., 2007, pp. 1-7.

“Nvidia corporation. ptx: Parallel thread execution, isa version
2.2,”2010.

H. Wong, M.-M. Papadopoulou, M. Sadooghi-Alvandi, and
A. Moshovos, “Demystifying GPU micro-architecture through
microbenchmarking,” in Proc. IEEE Int. Symp. Perform. Anal. Syst.
Softw., 2010, pp. 235-246.

Y. Kim and A. Shrivastava, “Cumapz: A tool to analyze memory
access patterns in cuda,” in Proc. Des. Autom. Conf., 2011, pp. 128—
133.

[30] N. Goswami, R. Shankar, M. Joshi, and T. Li, “Exploring GPGPU
workloads: Characterization methodology, analysis and micro-
architecture evaluation implications,” in Proc. IEEE Int. Symp.
Workload Characterization, Dec. 2010, pp. 1-10.

“Nvidia corporation. using inline ptx assembly in cuda. February,
2011,” 2011.

“Nvidia corporation. the cuda compiler driver nvec,” 2008.

A. KleinOsowskiand D. J. Lilja,”Minnespec: A new spec bench-
mark workload for simulation-based architecture research,” Com-
put. Archit. Lett., vol. 1, no. 1, pp. 7-11, 2002.

NVIDIA CORPORATION. NVIDIAs Next Generation CUDA
Compute Architecture: Kepler GK110. NVIDIA White Paper,
2012.

T. M. Conte, M. A. Hirsch, and K. N. Menezes, “Reducing state
loss of effective trace sampling of superscalar processors,” in Proc.
Int. Conf. Comput. Des., 1996, pp. 468-477.

Nvidia GPU computing sdk [Online]. Available: https://
developer.nvidia.com/gpu-computing-sdk

V.S. Iyengar, L. H. Trevillyan, and P. Bose, “Representative traces
for processor models with infinite cache,” in Proc. 2nd IEEE Symp.
High-Perform. Comput. Archit., 1996, pp. 62-72.

(2007). Impact. the parboil benchmark suite [Online]. Available:
http:/ /impact.crhc.illions.edu/parbiol.php

S. Che, M. Boyer, J. Meng, D. Tarjan, ]. W. Sheaffer, S.-H. Lee, and
K. Skadron, “Rodinia: A benchmark suite for heterogeneous
computing,” in Proc. IEEE Int. Symp. Workload Characterization,
2009, pp. 44-54.

J. Huang, L. Nai, H. Kim, and H. Lee, “TBPoint: Reducing simula-
tion time for large-scale GPGPU kernels,” in Proc. IEEE Parallel
Distrib. Process. Symp., May 2014, 437-446.

[21]

[22]

[23]

[24]

[25]

[26]

[27]

[28]

[29]

[31]
[32]
[33]
[34]

[35]

[36]

[37]

[38]

[39]

[40]

3165

Zhibin Yu received the PhD degree in computer
science from the Huazhong University of Science
and Technology (HUST), in 2008. He visited the
Laboratory of Computer Architecture (LCA) of
ECE of the University of Texas at Austin for one
year and he was at Ghent University as a post-
doctoral researcher for half of a year. He is cur-
rently a professor at the SIAT. His research
interests include micro-architecture simulation,
computer architecture, workload characterization
and generation, performance evaluation, multi-
core architecture, GPGPU architecture, virtualization technologies and
so forth. He received the outstanding technical talent program of
Chinese Academy of Science (CAS), in 2014, and the “peacock talent”
program of Shenzhen City in 2013. He also received the first award in
teaching contest of HUST young lectures in 2005 and the second award
in teaching quality assessment of HUST in 2003. He is a member of
the IEEE and the ACM. He serves for ISCA 2013, MICRO 2014, and
HPCA 2015.

Lieven Eeckhout received the PhD degree from
Ghent University in 2002. He is currently a pro-
fessor at Ghent University, Belgium. His work
has been awarded with two IEEE Micro Top Pick
awards and a Best Paper Award at ISPASS
2013. He published a Morgan & Claypool synthe-
sis lecture monograph in 2010 on performance
evaluation methods. He is the program chair for
HPCA 2015, CGO 2013, and ISPASS 2009; and
the editor-in-chief of IEEE Micro, associate edi-
tor-in-chief of the IEEE Computer Architecture
Letters, and associate editor of ACM Transactions on Architecture and
Code Optimization. His research interests include computer architecture
with a specific emphasis on performance evaluation methodologies and
dynamic resource management. He is a member of the IEEE.

Tao Li received the PhD degree in computer
engineering from the University of Texas at
Austin. He is currently an associate professor
at the Department of Electrical and Computer
Engineering, University of Florida. His research
interests include computer architecture, micro-
processor/memory/storage  system  design,
virtualization technologies, energy-efficient/sus-
tainable/ dependable data center, cloud/big
data computing platforms, the impacts of
emerging technologies/applications on comput-
ing, and evaluation of computer systems. He received the 2009 US
National Science Foundation (NSF) Faculty Early CAREER Award,
2008, 2007, 2006 IBM Faculty Awards, 2008 Microsoft Research
Safe and Scalable Multi-core Computing Award, and 2006 Microsoft
Research Trustworthy Computing Curriculum Award. He co-authored
a paper that won the Best Paper Award in HPCA 2011 and three
papers that were nominated for the Best Paper Awards in DSN
2011, MICRO 2008 and MASCOTS 2006. He is one of the College
of Engineering winners, University of Florida Doctor Dissertation
Advisor/Mentoring Award for 2013-2014 and 2011-2012.

Nilanjan Goswami received the PhD degree in
electrical and computer engineering from the Uni-
versity of Florida, Gainesville, FL. He is currently
an architecture and modeling engineer at a
leading Product Development Company. His
research interest includes emerging technology
based throughput processor design, power-per-
formance co-optimization of throughput core
architecture, interconnect, renewable energy
based throughput architectures.



3166

Lizy Kurian John received the PhD degree in
computer engineering from The Pennsylvania
State University, in 1993. She holds the B. N.
Gafford professorship in electrical engineering at
the Department of Electrical & Computer
Engineering, University of Texas at Austin. Her
research is in the areas of computer architecture,
multi-core processors, memory systems, perfor-
mance evaluation and benchmarking, workload
characterization, and reconfigurable computing.
She received the US National Science Founda-
tion (NSF) CAREER Award in 1996, UT Austin Engineering Foundation
Faculty Award in 2001, Halliburton, Brown and Root Engineering Foun-
dation Young Faculty Award in 1999, University of Texas Alumni Associ-
ation Teaching Award in 2004, The Pennsylvania State University
Qutstanding Engineering Alumnus in 2011 etc. She holds eight U. S.
patents and has published 16 book chapters, and approximately 200
papers. She has coauthored books on Digital Systems Design Using
VHDL (Cengage Publishers), Digital Systems Design Using Verilog
(Cengage Publishers) and has edited a book on Computer Performance
Evaluation and Benchmarking (CRC Press). She is in the editorial board
of IEEE Micro and has served in the past as an associate editor of the
IEEE Transactions on Computers and IEEE Transactions on VLSI and.
She is a member of the IEEE, IEEE Computer Society, ACM, and ACM
SIGARCH. She is a fellow of the IEEE.

Hai Jin received the PhD degree in computer
engineering from the Huazhong University of
Science and Technology (HUST), China, in
1994. He is a Cheung Kung Scholars chair pro-
fessor of computer science and engineering at
the Huazhong University of Science and Technol-
ogy. He is currently the dean of the School of
Computer Science and Technology, HUST. In
1996, he received the German Academic
Exchange Service fellowship to visit the Techni-
cal University of Chemnitz, Germany. He was
with the University of Hong Kong between 1998 and 2000, and a visiting
scholar at the University of Southern California between 1999 and 2000.
He received the Excellent Youth Award from the National Science Foun-
dation of China in 2001. He is the chief scientist of ChinaGrid, the largest
grid computing project in China, and the chief scientists of National 973
Basic Research Program Project of Virtualization Technology of Com-
puting System, and cloud security. He has co-authored 15 books and
published more than 500 research papers. His research interests include
computer architecture, virtualization technology, cluster computing and
cloud computing, peer-to-peer computing, network storage, and network
security. He is the steering committee chair of the International Confer-
ence on Grid and Pervasive Computing (GPC), Asia-Pacific Services
Computing Conference (APSCC), International Conference on Frontier
of Computer Science and Technology (FCST), and Annual ChinaGrid
Conference. He is a member of the steering committee of the IEEE/
ACM International Symposium on Cluster Computing and the Grid
(CCQGirid), the IFIP International Conference on Network and Parallel
Computing (NPC), and the International Conference on Grid and Coop-
erative Computing (GCC), International Conference on Autonomic and
Trusted Computing (ATC), International Conference on Ubiquitous Intel-
ligence and Computing (UIC). He is a senior member of the IEEE and a
member of the ACM.

IEEE TRANSACTIONS ON COMPUTERS, VOL. 64, NO. 11,

NOVEMBER 2015

Junmin Wu received the PhD degree in com-
puter science and engineering from the Univer-
sity of Science and Technology of China (USTC),
in 2005. He is an associate professor at the
Department of Computer Science and technol-
ogy, USTC, Hefei, and the assistant dean of the
Suzhou Institute for Advanced Study, USTC,
Suzhou. His research interests include computer
architecture, virtualization technology, cluster
computing, multi-core computing and simulating.
He has published more than 30 papers in interna-
tional conferences and journals.

2,

Lo

Cheng-Zhong Xu received the PhD degree from
the University of Hong Kong in 1993. He is cur-
rently a tenured professor of Wayne State Uni-
versity and the director of the Institute of
Advanced Computing and Data Engineering,
Shenzhen Institute of Advanced Technology of
Chinese Academy of Sciences. His research
interest includes parallel and distributed systems
and cloud computing. He has published more
than 200 papers in journals and conferences.
He was the Best Paper Nominee of 2013 IEEE
High Performance Computer Architecture (HPCA), and the Best Paper
Nominee of 2013 ACM High Performance Distributed Computing
(HPDC). He serves on a number of journal editorial boards, including
IEEE Transactions on Computers, IEEE Transactions on Parallel and
Distributed Systems, IEEE Transactions on Cloud Computing, Journal
of Parallel and Distributed Computing and China Science Information
Sciences. He received the the Faculty Research Award, Career Devel-
opment Chair Award, and the President's Award for Excellence in
Teaching of WSU. He also received the the Outstanding Oversea
Scholar award of NSFC. He is a senior member of the IEEE.

> For more information on this or any other computing topic,
please visit our Digital Library at www.computer.org/publications/dlib.




<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (Gray Gamma 2.2)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (U.S. Web Coated \050SWOP\051 v2)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Warning
  /CompatibilityLevel 1.4
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJobTicket false
  /DefaultRenderingIntent /Default
  /DetectBlends true
  /DetectCurves 0.0000
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedOpenType false
  /ParseICCProfilesInComments true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 1048576
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 0
  /ParseDSCComments false
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveDICMYKValues true
  /PreserveEPSInfo false
  /PreserveFlatness true
  /PreserveHalftoneInfo true
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Remove
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
    /Algerian
    /Arial-Black
    /Arial-BlackItalic
    /Arial-BoldItalicMT
    /Arial-BoldMT
    /Arial-ItalicMT
    /ArialMT
    /ArialNarrow
    /ArialNarrow-Bold
    /ArialNarrow-BoldItalic
    /ArialNarrow-Italic
    /ArialUnicodeMS
    /BaskOldFace
    /Batang
    /Bauhaus93
    /BellMT
    /BellMTBold
    /BellMTItalic
    /BerlinSansFB-Bold
    /BerlinSansFBDemi-Bold
    /BerlinSansFB-Reg
    /BernardMT-Condensed
    /BodoniMTPosterCompressed
    /BookAntiqua
    /BookAntiqua-Bold
    /BookAntiqua-BoldItalic
    /BookAntiqua-Italic
    /BookmanOldStyle
    /BookmanOldStyle-Bold
    /BookmanOldStyle-BoldItalic
    /BookmanOldStyle-Italic
    /BookshelfSymbolSeven
    /BritannicBold
    /Broadway
    /BrushScriptMT
    /CalifornianFB-Bold
    /CalifornianFB-Italic
    /CalifornianFB-Reg
    /Centaur
    /Century
    /CenturyGothic
    /CenturyGothic-Bold
    /CenturyGothic-BoldItalic
    /CenturyGothic-Italic
    /CenturySchoolbook
    /CenturySchoolbook-Bold
    /CenturySchoolbook-BoldItalic
    /CenturySchoolbook-Italic
    /Chiller-Regular
    /ColonnaMT
    /ComicSansMS
    /ComicSansMS-Bold
    /CooperBlack
    /CourierNewPS-BoldItalicMT
    /CourierNewPS-BoldMT
    /CourierNewPS-ItalicMT
    /CourierNewPSMT
    /EstrangeloEdessa
    /FootlightMTLight
    /FreestyleScript-Regular
    /Garamond
    /Garamond-Bold
    /Garamond-Italic
    /Georgia
    /Georgia-Bold
    /Georgia-BoldItalic
    /Georgia-Italic
    /Haettenschweiler
    /HarlowSolid
    /Harrington
    /HighTowerText-Italic
    /HighTowerText-Reg
    /Impact
    /InformalRoman-Regular
    /Jokerman-Regular
    /JuiceITC-Regular
    /KristenITC-Regular
    /KuenstlerScript-Black
    /KuenstlerScript-Medium
    /KuenstlerScript-TwoBold
    /KunstlerScript
    /LatinWide
    /LetterGothicMT
    /LetterGothicMT-Bold
    /LetterGothicMT-BoldOblique
    /LetterGothicMT-Oblique
    /LucidaBright
    /LucidaBright-Demi
    /LucidaBright-DemiItalic
    /LucidaBright-Italic
    /LucidaCalligraphy-Italic
    /LucidaConsole
    /LucidaFax
    /LucidaFax-Demi
    /LucidaFax-DemiItalic
    /LucidaFax-Italic
    /LucidaHandwriting-Italic
    /LucidaSansUnicode
    /Magneto-Bold
    /MaturaMTScriptCapitals
    /MediciScriptLTStd
    /MicrosoftSansSerif
    /Mistral
    /Modern-Regular
    /MonotypeCorsiva
    /MS-Mincho
    /MSReferenceSansSerif
    /MSReferenceSpecialty
    /NiagaraEngraved-Reg
    /NiagaraSolid-Reg
    /NuptialScript
    /OldEnglishTextMT
    /Onyx
    /PalatinoLinotype-Bold
    /PalatinoLinotype-BoldItalic
    /PalatinoLinotype-Italic
    /PalatinoLinotype-Roman
    /Parchment-Regular
    /Playbill
    /PMingLiU
    /PoorRichard-Regular
    /Ravie
    /ShowcardGothic-Reg
    /SimSun
    /SnapITC-Regular
    /Stencil
    /SymbolMT
    /Tahoma
    /Tahoma-Bold
    /TempusSansITC
    /TimesNewRomanMT-ExtraBold
    /TimesNewRomanMTStd
    /TimesNewRomanMTStd-Bold
    /TimesNewRomanMTStd-BoldCond
    /TimesNewRomanMTStd-BoldIt
    /TimesNewRomanMTStd-Cond
    /TimesNewRomanMTStd-CondIt
    /TimesNewRomanMTStd-Italic
    /TimesNewRomanPS-BoldItalicMT
    /TimesNewRomanPS-BoldMT
    /TimesNewRomanPS-ItalicMT
    /TimesNewRomanPSMT
    /Times-Roman
    /Trebuchet-BoldItalic
    /TrebuchetMS
    /TrebuchetMS-Bold
    /TrebuchetMS-Italic
    /Verdana
    /Verdana-Bold
    /Verdana-BoldItalic
    /Verdana-Italic
    /VinerHandITC
    /Vivaldii
    /VladimirScript
    /Webdings
    /Wingdings2
    /Wingdings3
    /Wingdings-Regular
    /ZapfChanceryStd-Demi
    /ZWAdobeF
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /CropColorImages true
  /ColorImageMinResolution 150
  /ColorImageMinResolutionPolicy /OK
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageMinDownsampleDepth 1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages false
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasGrayImages false
  /CropGrayImages true
  /GrayImageMinResolution 150
  /GrayImageMinResolutionPolicy /OK
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 300
  /GrayImageDepth -1
  /GrayImageMinDownsampleDepth 2
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages false
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.40
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 15
  >>
  /AntiAliasMonoImages false
  /CropMonoImages true
  /MonoImageMinResolution 1200
  /MonoImageMinResolutionPolicy /OK
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /CheckCompliance [
    /None
  ]
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputConditionIdentifier ()
  /PDFXOutputCondition ()
  /PDFXRegistryName ()
  /PDFXTrapped /False

  /CreateJDFFile false
  /Description <<
    /CHS <FEFF4f7f75288fd94e9b8bbe5b9a521b5efa7684002000410064006f006200650020005000440046002065876863900275284e8e55464e1a65876863768467e5770b548c62535370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c676562535f00521b5efa768400200050004400460020658768633002>
    /CHT <FEFF4f7f752890194e9b8a2d7f6e5efa7acb7684002000410064006f006200650020005000440046002065874ef69069752865bc666e901a554652d965874ef6768467e5770b548c52175370300260a853ef4ee54f7f75280020004100630072006f0062006100740020548c002000410064006f00620065002000520065006100640065007200200035002e003000204ee553ca66f49ad87248672c4f86958b555f5df25efa7acb76840020005000440046002065874ef63002>
    /DAN <FEFF004200720075006700200069006e0064007300740069006c006c0069006e006700650072006e0065002000740069006c0020006100740020006f007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400650072002c0020006400650072002000650067006e006500720020007300690067002000740069006c00200064006500740061006c006a006500720065007400200073006b00e60072006d007600690073006e0069006e00670020006f00670020007500640073006b007200690076006e0069006e006700200061006600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020004400650020006f007000720065007400740065006400650020005000440046002d0064006f006b0075006d0065006e0074006500720020006b0061006e002000e50062006e00650073002000690020004100630072006f00620061007400200065006c006c006500720020004100630072006f006200610074002000520065006100640065007200200035002e00300020006f00670020006e0079006500720065002e>
    /DEU <FEFF00560065007200770065006e00640065006e0020005300690065002000640069006500730065002000450069006e007300740065006c006c0075006e00670065006e0020007a0075006d002000450072007300740065006c006c0065006e00200076006f006e002000410064006f006200650020005000440046002d0044006f006b0075006d0065006e00740065006e002c00200075006d002000650069006e00650020007a0075007600650072006c00e40073007300690067006500200041006e007a006500690067006500200075006e00640020004100750073006700610062006500200076006f006e00200047006500730063006800e40066007400730064006f006b0075006d0065006e00740065006e0020007a0075002000650072007a00690065006c0065006e002e00200044006900650020005000440046002d0044006f006b0075006d0065006e007400650020006b00f6006e006e0065006e0020006d006900740020004100630072006f00620061007400200075006e0064002000520065006100640065007200200035002e003000200075006e00640020006800f600680065007200200067006500f600660066006e00650074002000770065007200640065006e002e>
    /ESP <FEFF005500740069006c0069006300650020006500730074006100200063006f006e0066006900670075007200610063006900f3006e0020007000610072006100200063007200650061007200200064006f00630075006d0065006e0074006f0073002000640065002000410064006f00620065002000500044004600200061006400650063007500610064006f007300200070006100720061002000760069007300750061006c0069007a00610063006900f3006e0020006500200069006d0070007200650073006900f3006e00200064006500200063006f006e006600690061006e007a006100200064006500200064006f00630075006d0065006e0074006f007300200063006f006d00650072006300690061006c00650073002e002000530065002000700075006500640065006e00200061006200720069007200200064006f00630075006d0065006e0074006f00730020005000440046002000630072006500610064006f007300200063006f006e0020004100630072006f006200610074002c002000410064006f00620065002000520065006100640065007200200035002e003000200079002000760065007200730069006f006e0065007300200070006f00730074006500720069006f007200650073002e>
    /FRA <FEFF005500740069006c006900730065007a00200063006500730020006f007000740069006f006e00730020006100660069006e00200064006500200063007200e900650072002000640065007300200064006f00630075006d0065006e00740073002000410064006f006200650020005000440046002000700072006f00660065007300730069006f006e006e0065006c007300200066006900610062006c0065007300200070006f007500720020006c0061002000760069007300750061006c00690073006100740069006f006e0020006500740020006c00270069006d007000720065007300730069006f006e002e0020004c0065007300200064006f00630075006d0065006e00740073002000500044004600200063007200e900e90073002000700065007500760065006e0074002000ea0074007200650020006f007500760065007200740073002000640061006e00730020004100630072006f006200610074002c002000610069006e00730069002000710075002700410064006f00620065002000520065006100640065007200200035002e0030002000650074002000760065007200730069006f006e007300200075006c007400e90072006900650075007200650073002e>
    /ITA (Utilizzare queste impostazioni per creare documenti Adobe PDF adatti per visualizzare e stampare documenti aziendali in modo affidabile. I documenti PDF creati possono essere aperti con Acrobat e Adobe Reader 5.0 e versioni successive.)
    /JPN <FEFF30d330b830cd30b9658766f8306e8868793a304a3088307353705237306b90693057305f002000410064006f0062006500200050004400460020658766f8306e4f5c6210306b4f7f75283057307e305930023053306e8a2d5b9a30674f5c62103055308c305f0020005000440046002030d530a130a430eb306f3001004100630072006f0062006100740020304a30883073002000410064006f00620065002000520065006100640065007200200035002e003000204ee5964d3067958b304f30533068304c3067304d307e305930023053306e8a2d5b9a3067306f30d530a930f330c8306e57cb30818fbc307f3092884c3044307e30593002>
    /KOR <FEFFc7740020c124c815c7440020c0acc6a9d558c5ec0020be44c988b2c8c2a40020bb38c11cb97c0020c548c815c801c73cb85c0020bcf4ace00020c778c1c4d558b2940020b3700020ac00c7a50020c801d569d55c002000410064006f0062006500200050004400460020bb38c11cb97c0020c791c131d569b2c8b2e4002e0020c774b807ac8c0020c791c131b41c00200050004400460020bb38c11cb2940020004100630072006f0062006100740020bc0f002000410064006f00620065002000520065006100640065007200200035002e00300020c774c0c1c5d0c11c0020c5f40020c2180020c788c2b5b2c8b2e4002e>
    /NLD (Gebruik deze instellingen om Adobe PDF-documenten te maken waarmee zakelijke documenten betrouwbaar kunnen worden weergegeven en afgedrukt. De gemaakte PDF-documenten kunnen worden geopend met Acrobat en Adobe Reader 5.0 en hoger.)
    /NOR <FEFF004200720075006b00200064006900730073006500200069006e006e007300740069006c006c0069006e00670065006e0065002000740069006c002000e50020006f0070007000720065007400740065002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e00740065007200200073006f006d002000650072002000650067006e0065007400200066006f00720020007000e5006c006900740065006c006900670020007600690073006e0069006e00670020006f00670020007500740073006b007200690066007400200061007600200066006f0072007200650074006e0069006e006700730064006f006b0075006d0065006e007400650072002e0020005000440046002d0064006f006b0075006d0065006e00740065006e00650020006b0061006e002000e50070006e00650073002000690020004100630072006f00620061007400200065006c006c00650072002000410064006f00620065002000520065006100640065007200200035002e003000200065006c006c00650072002e>
    /PTB <FEFF005500740069006c0069007a006500200065007300730061007300200063006f006e00660069006700750072006100e700f50065007300200064006500200066006f0072006d00610020006100200063007200690061007200200064006f00630075006d0065006e0074006f0073002000410064006f00620065002000500044004600200061006400650071007500610064006f00730020007000610072006100200061002000760069007300750061006c0069007a006100e700e3006f002000650020006100200069006d0070007200650073007300e3006f00200063006f006e0066006900e1007600650069007300200064006500200064006f00630075006d0065006e0074006f007300200063006f006d0065007200630069006100690073002e0020004f007300200064006f00630075006d0065006e0074006f00730020005000440046002000630072006900610064006f007300200070006f00640065006d0020007300650072002000610062006500720074006f007300200063006f006d0020006f0020004100630072006f006200610074002000650020006f002000410064006f00620065002000520065006100640065007200200035002e0030002000650020007600650072007300f50065007300200070006f00730074006500720069006f007200650073002e>
    /SUO <FEFF004b00e40079007400e40020006e00e40069007400e4002000610073006500740075006b007300690061002c0020006b0075006e0020006c0075006f0074002000410064006f0062006500200050004400460020002d0064006f006b0075006d0065006e007400740065006a0061002c0020006a006f0074006b006100200073006f0070006900760061007400200079007200690074007900730061007300690061006b00690072006a006f006a0065006e0020006c0075006f00740065007400740061007600610061006e0020006e00e400790074007400e4006d0069007300650065006e0020006a0061002000740075006c006f007300740061006d0069007300650065006e002e0020004c0075006f0064007500740020005000440046002d0064006f006b0075006d0065006e00740069007400200076006f0069006400610061006e0020006100760061007400610020004100630072006f0062006100740069006c006c00610020006a0061002000410064006f00620065002000520065006100640065007200200035002e0030003a006c006c00610020006a006100200075007500640065006d006d0069006c006c0061002e>
    /SVE <FEFF0041006e007600e4006e00640020006400650020006800e4007200200069006e0073007400e4006c006c006e0069006e006700610072006e00610020006f006d002000640075002000760069006c006c00200073006b006100700061002000410064006f006200650020005000440046002d0064006f006b0075006d0065006e007400200073006f006d00200070006100730073006100720020006600f60072002000740069006c006c006600f60072006c00690074006c006900670020007600690073006e0069006e00670020006f006300680020007500740073006b007200690066007400650072002000610076002000610066006600e4007200730064006f006b0075006d0065006e0074002e002000200053006b006100700061006400650020005000440046002d0064006f006b0075006d0065006e00740020006b0061006e002000f600700070006e00610073002000690020004100630072006f0062006100740020006f00630068002000410064006f00620065002000520065006100640065007200200035002e00300020006f00630068002000730065006e006100720065002e>
    /ENU (Use these settings to create PDFs that match the "Suggested"  settings for PDF Specification 4.0)
  >>
>> setdistillerparams
<<
  /HWResolution [600 600]
  /PageSize [612.000 792.000]
>> setpagedevice


